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1. Introduction

The ARM Cortex-M1 processor was developed for use with FPGAs (Field Programmable Gate Arrays). The processor provides interfaces which enable the system designer to attach Tightly Coupled Memories (TCMs). These memories allow very fast access to time critical code or data.

Cortex-M1 has two separate TCM interfaces, one for the instruction side (ITCM) and one for the data side (DTCM). A TCM memory is normally built using FPGA internal memory. TCMs offer a significant performance improvement compared with execution from the AHB-Lite interface. Most FPGAs provide the possibility to pre-load the content of this internal memory at configuration time, others do not.

After reset, the processor automatically starts loading the first two words at addresses 0x0 and 0x4, where the Stack Pointer (SP) for the Main Stack and the address for the reset handler are located. These locations need to be initialized at boot time. This implies that it is not possible to boot from the ITCM unless it is pre-loaded at FPGA configuration time and therefore that the processor must boot from the AHB-Lite interface. Usually in such a situation, bootstrap loader software is used to initialize the memory by copying code and/or data from initialized memory via the AHB-Lite interface into the ITCM.

From revision r1 of the Cortex-M1, there is an option to alias the start address of the ITCM to two different memory locations, 0x0 and 0x10000000. This option can be used to support preloading of the ITCM even if the FPGA architecture itself does not allow the initialization of the memories at configuration time.

This Application Note describes the features of the processor which allow the user to successfully preload an ITCM using the alias capability of Cortex-M1.
2. Initialisation Considerations

2.1 Initialisation in Hardware

Some FPGA targets allow the initialization of internal memories at configuration time of the FPGA. The compiled program code is used at the synthesis and place and route (P&R) stages of the implementation flow to generate the final FPGA bitstream. This offers the maximum code compatibility because no boot loader is needed. On the other hand it is necessary to rebuild the bitstream if the program code changes.

Please refer to your FPGA vendor and tool vendor documentation to see how internal memories can be preloaded for your target.

However, initialization using the FPGA bitstream might not be possible or desirable in some applications. In these cases, software can be used to initialise the TCMs.

2.2 Initialisation in Software

The aliasing scheme of Cortex-M1 enables software to initialize the ITCM. This mechanism is particularly useful when it is not possible to initialize the internal FPGA memories at configuration time.

2.2.1 Alias Scheme on Cortex-M1

From revision r1 onwards, Cortex-M1 provides an aliasing scheme for the ITCM which allows the memory to be aliased within the memory map. This memory map is seen by the processor as well as a debugger when used in halt mode. The aliasing scheme can be used to preload the ITCM and use it afterwards e.g. for the vector table and/or exception handlers.

Note: The aliasing scheme is only applicable to the ITCM and is not available for the DTCM.

![Figure 1 Lower 512 MB of the Cortex-M1 memory map](image)

Figure 1 shows the first 512 MB of the Cortex-M1 memory map. It contains aliases for the ITCM and external memory i.e. accesses which are routed over the external AHB-Lite interface.

**Lower Alias**

The ITCM can have a maximum size of 1 MB and if the Lower Alias is activated then it starts from address 0x0. Every access over the implemented size for the ITCM is passed onto the external AHB-Lite interface.

**Upper Alias**

Similar to the Lower Alias, the Upper Alias places the ITCM at start address 0x10000000.
Using the Scheme

The aliases can be used to access the address space of an enabled alias from either the processor or the debugger to the ITCM. When either alias is enabled, any access to that address space by the processor or debugger is directed to the ITCM. When the corresponding alias is disabled, accesses to the corresponding region are passed directly to the AHB-Lite interface. Both aliases map to the same physical memory in the ITCM so, for example, address 0x10000008 in the upper alias and address 0x00000008 will access both address 0x000008 in the ITCM. However, when the upper alias is disabled, accesses to this region pass unmapped onto the AHB-Lite interface so an access to 0x10000008 would access 0x10000008 in external memory via the AHB-Lite interface.

Figure 2 shows the usage of the aliasing scheme. When an alias is enabled, all data accesses and instruction fetches to an address within the enabled region are directed to the ITCM.

![Figure 2 Usage of the aliasing scheme]

The Auxiliary Control Register (ACTRL) contains the enables for the aliasing scheme, ITCMLAEN (ITCM Lower Alias Enable) and ITCMUAEN (ITCM Upper Alias Enable). Figure 3 shows the ACTRL register which can be modified by software to allow dynamic control of both aliases.

Refer to the Cortex-M1 TRM [1] for a detailed description of this register.

![Figure 3 Auxiliary Control Register (ACTRL) of Cortex-M1]

The processor provides configuration pins CFGITCMEN[1:0] for enabling the aliases within the ACTRL register as required from reset:

- **CFGITCMEN[1]** sets the ITCMUAEN bit in the ACTRL
- **CFGITCMEN[0]** sets the ITCMLAEN bit in the ACTRL

**Note:** It is also possible to set both enable pins at the same time. This enables the ITCM on the Upper Alias and Lower Alias. Further it is possible to disable the ITCM completely by disabling both enables.

When the content of the ACTRL is changed in software, additional synchronisation instructions must be used after the control bits are updated to ensure that the change in aliasing occurs before subsequent instructions attempt to access the aliased regions. It is also recommended that exceptions are disabled on the system level, this includes interrupts. The following code shows the recommended way of modifying the content of the ACTLR register:

```c
// Example code snippet

ITCAEN = 1;
ITCMUAEN = 1;
ITCMUAEN &= 0;
ITCMUAEN &= 0;
```

```c
// Example code snippet

ITCAEN = 1;
ITCMUAEN = 1;
ITCMUAEN &= 0;
ITCMUAEN &= 0;
```
2.2.2 Considerations for the initialisation

There are several ways to use the alias scheme of Cortex-M1. However, the following steps are usually required in any initialisation sequence:

- Set CGITCMEN values on the processor accordingly (e.g. Upper Alias = 1, Lower Alias = 0)
- Reset of the core
- Running the boot loader
  - Start to copy the application image from external memory into ITCM, using the Upper Alias (e.g. by using the ITCM size as a boundary for the copy)
  - Disable interrupts
  - Set the remap bits in the ACTRL register accordingly (e.g. Upper Alias = 0, Lower Alias = 1)
  - Executing a DSB and ISB
  - Enable interrupts
  - Branch to the main application

Boot code as part of the application

There are several ways in which the boot loader can be built. One way is to include the boot loader as a part of the application. Figure 4 shows an example of a boot loader included in the application:

1. The application and the boot loader reside in non-volatile memory, as one image.
2. The aliasing pins on the processor are set to enable the upper alias only. The boot loader copies the whole image into the ITCM, including the boot loader itself.
3. The boot loader disables the upper alias and enables the lower alias over software.
Before such a scheme is implemented, the following considerations should be checked:

- Boot loader can be located in the same address space as the enabled ITCM aliases as it remains accessible after the lower ITCM alias has been enabled.
- Changes in the boot code results in re-generating the whole application and vice versa.
- Consumes more space in the ITCM, because the boot loader is loaded into the ITCM.
- Boot loader might be more complex

For performance reasons it may be desirable to run the initial boot loading process only once, on a hard reset. Therefore the boot loader needs to check if an initialisation is required, for example on a soft reset.

**Boot code as a separate application**

Figure 5 shows how a boot loader could be isolated from the application:

1. The application image and the boot loader reside separately in non-volatile memory.
   **Note:** The boot loader contains its own vector table and exception handlers.
2. The aliasing pins on the processor are set to enable the upper alias only. The boot loader copies only the application image into the ITCM, without copying the boot loader itself.
3. The boot loader disables the upper alias and enables the lower alias over software.

Similar to the previous example the programmer should check the following considerations:

- Boot loader must not be located in the same address space as the ITCM aliases since it must remain accessible after the lower ITCM alias is enabled in order to branch to the application.
- Boot loader needs to be generated only once.
- Consumes no space in the ITCM.
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