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Flop Behavior in Cycle Models: 
When Data and Clocks Change Simultaneously

The values on Cycle Model inputs, outputs, and nets are updated whenever the test driver calls the carbonSchedule function. This document explains how the Cycle Model processes simultaneous transitions on clock and data inputs.

Asynchronous resets are handled in the same manner as clocks in Cycle Models. For the purposes of this discussion, the term “clock” refers to both clocks and asynchronous resets.

1.1 Simple Clocks

1.1.1 Data flows immediately through one flop

By default, clocks are assumed to be faster than the data input, so clocks win any race. Therefore, when the data and clock transition at the same time, the Cycle Model passes data input through the flop in the same call to carbonSchedule that the data changes.

The following example shows a primary input pi1 and primary clock pclk that transition at the same time. (For simplicity in these examples, the data is assumed to pass unchanged through the combinational block; if 0x7 goes in, then 0x7 comes out.) Note that the output of the flop, q1, transitions at the same time as the input.

![Figure 1.1 Data from a primary input flows immediately through a flop](image_url)
1.1.2 Data does not flow immediately through two flops

The Cycle Model does not pass data through two flops in the same call to `carbonSchedule`. Consider the following example where a combinational block is fed both by a primary input `pi2` and a flop output `q1`. The result is stored in a combinational net called `c1`. As explained in the previous section, if `pi2` and `pclk` transition at the same time, `q2` reflects the new value of `pi2`. However, if `pi1` transitions at the same time as `pi2` and `pclk`, its new value is reflected in `q1` but not `q2` in the same `carbonSchedule` call. The new value is reflected in `q2` in the subsequent `carbonSchedule` call (that is, at the next active clock edge).

![Diagram](image_url)

Figure 1.2 Data does not flow through two flops in the same call to `carbonSchedule`
1.2 Clocks as Data

When a signal acts both as a clock and as data, its data behavior is different than in the previous examples. If the source of the clock or clock tree is a primary input, that data is delayed so that it does not make it through the data pin of a flop in a single `carbonSchedule` call. In the following example, the primary input `pi1` flows immediately into `q1`. However, `q2` always shows the old value of `pclk1` on the rising edge of `pclk2`. This means that `q2` is the inverse of `pclk1`.

![Diagram](image_url)

Figure 1.3 When a clock signal is also a data signal, the clock-as-data does not flow through a flop on the first call to `carbonSchedule`
1.3 Derived Clocks and Clock Trees

Derived clocks and clock trees behave in the same manner as primary clocks, which means that when they also supply a data line, their data is not passed through a flop on a single `carbonSchedule` call. In the following example, q2 always sees the old value of dclk and therefore also sees the old value of the clock tree, pen and pclk1.

![Diagram of derived clocks and clock trees]

Figure 1.4 Derived clocks show the same behavior as clocks-as-data
In the following example, even though pclk1 is not explicitly used as a clock, it is part of the clock tree for flop q1. Therefore its value is delayed by one carbonSchedule call (that is, until the next pclk2 rising edge) before being passed through the q2 flop.

Figure 1.5 Data inputs that feed a clock tree show the same behavior as clocks-as-data